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Abstract: Information systems (IS) design is often modelled as a collection of diagrams (e.g. 

UML diagrams), to depict different aspects of a system such as behaviour, structure, functionality, 

etc. Refinement of models and the evolving nature of software may lead to inconsistencies in these 

diagrams. Inconsistent IS model specification might be transformed to an incoherent and 

conflicting system. Current tools lack of support for maintaining consistency between diagrams. 

This paper shows that the currently existent methods are insufficient for consistency checking in 

IS models. Therefore, authors of this paper propose a rule based method for consistency checking 

in IS models, which is implemented to check consistency in UML diagrams. The proposed method 

was evaluated using comparative analysis and questionnaires. 
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1. Introduction 

Information systems (IS) are often modelled as collection of different diagrams, which 

depict system’s processes, states, structure, etc., e.g. certain aspects of a system. Aspect 

model is an abstraction of IS, developed with a certain goal. Elements of one aspect 

model can be visualised by one or several diagrams. For example, the structure of an IS 

can be presented by several entity-relationship diagrams or UML class diagrams. Every 

different aspect model can be analysed separately; however, it is a view of the same 

system. Therefore, it is natural, that some elements of models overlap and express the 

same things, only from different aspects. For example, in a UML sequence diagram 

when an object sends a message to another object, it implies that in a UML class 

diagram the two classes have a relationship that must be shown on this diagram. 

Consequently, there is a possibility to create different IS aspect models with 

inconsistencies.  

Consistency means that the structures, features and elements that appear in one model 

are compatible and in alignment with the content of other models (Rozanski and Woods, 

2005). Unambiguous and consistent models are necessary for the successful 

accomplishment of the tasks of model transformation and finally for IS program code 

generation. Therefore, the issue of models consistency is particularly important within 

the scope of model-driven architecture (MDA). 
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The problem of consistency checking of IS different aspects models arises when 

several analysts and/or designers model the same system, since they can use different 

terms for the same object of a domain. If the IS is large and complex, the risk of 

consistency conflicts in the models is bigger. Therefore, the issue of ensuring 

consistency is even more relevant. Moreover, even one IS engineer often creates models 

having consistency conflicts, because of (a) iterative process of IS development, (b) lack 

of knowledge and practice, etc. 

The problem of consistency checking of IS different aspects models in a design 

phase is important and it has been widely discussed in the publications of recent years. 

However, none of the analysed methods has been accepted as a standard yet. 

Ambiguous, not conforming to meta-model of modelling language, sometimes 

meaningless consistency rules reduce the reusability and practical applicability of the 

proposed methods. Therefore, it is relevant to propose a method for consistency 

checking of IS different aspects models using rules and paying special attention to the 

requirements for consistency rules. 

This paper is structured as follows. Section 2 presents related works on consistency 

checking of IS models. Section 3 introduces the suggested method of ensuring 

consistency in IS models. Section 4 presents the experiment performed to evaluate the 

suggested method. Section 5 concludes the paper. 

2. Related works 

According to Simmonds and Bastarrica (2005), consistency is a state in which two or 

more elements, which overlap in different models of the same system, have a 

satisfactory joint description. The task is to ensure consistency of a model, consistency 

of diagrams depends on accuracy of a model. A model can be visualised by several 

diagrams. 

Consistency can be classified to vertical (inter-model), horizontal (intra-model), 

evolution, semantic or syntactic. Vertical or inter-models consistency is checked at 

different levels of abstraction between different aspects models (Lucas et al., 2009; 

Usman et al., 2008). Horizontal or intra-models consistency can be defined as a 

matching ratio between models at the same level of abstraction (ISO/IEC 1997). 

Evolution consistency is validated between different versions of the same aspect model 

(Straeten et al., 2003). All mentioned types of consistency can express syntactic or 

semantic conformance of different aspects models. Syntactic consistency expresses 

matching of models to the specifications of a meta-model. Semantic consistency requires 

that a model would be compatible to semantic meanings defined by a meta-model (Lucas 

et al., 2009; Usman et al., 2008). In this paper, we concentrate on improving models 

syntactic and semantic horizontal consistency of IS different aspects models expressed 

by a semi-formal language. 

Semi-formal models are widely used; therefore, they are of interest for us. For the 

detailed study we choose semi-formal Unified Modelling Language (UML) (Matta et al,. 

2004; Cavarra et al., 2004; Cheng, 2001). Moreover, UML allows us to model different 

aspects of IS. It is likely to be the most popular modelling language (Silingas and 

Butleris, 2009). There are many modelling tools supporting UML (Shen et al., 2002). 



 Ensuring Consistency in Different IS Models – UML Case Study 65 

 

UML was developed by Object Management Group
1
 (OMG), which also introduced 

MDA (Lucas et al., 2009). Consistency of UML model is especially important in MDA, 

for automatic transformation of initial model to specific model and finally code 

generation tasks (Rozanski and Woods, 2005; Berkenkötter, 2008). 

Our research gives more attention to consistency of UML models. Therefore, the 

related works that analyse conformance of different aspects models (expressed by 

consistency rules) are selected for a more detailed analysis. As presented in (Ha and 

Kang, 2008), there are several trends for consistency checking in UML diagrams: meta-

model based methods (Paige et al., 2007), graph-based methods (Taentzer, 2004; 

Shuzhen and Shatz, 2006), scenario-based methods, constraint-based methods (are the 

most popular) and knowledge-based methods (like (Wang et al., 2012; Wang et al., 

2006)). We are concentrated on meta-model and constraint based methods. The results of 

analysis are presented as follows. 

 

 
Table 1. Results of consistency rules analysis   

                                                 
1 http://www.omg.org/ 
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Egyed, 2007  1   1     2 +   

Sapna and Mohanty, 2007 2 2 1 1 1 2 1 1 1 12 + 
1 formal 

rule 
1 

Paige et.al., 2007  1 1   1  1  4 +  + 

Chanda et al., 2009   3      1 4 +  + 

Liu et al., 2002       1   1 +  + 

Rasch and Wehrheim, 2003 5         5 +  + 

Straeten et al., 2003; 

Straeten, 2004; 

Simmonds and  

Bastarrica, 2005a 

2 4   1     7 +  + 

Shinkawa, 2006      3   2 5 +   

Kotulski, 2007    1      1 +   

Borba and Silva, 2010 1 1 1 1 1 2 1 1 1 10 +  + 

Ibrahim et al., 2011         3 3 +  + 

Total per diagram: 10 8 5 3 4 7 3 2 8 50    

Different rules: 7 6 3 2 3 5 2 2 3 32    

http://www.omg.org/
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For the detailed study 50 consistency rules were elicited from 11 related researches 

(see Table 1) and examined in order to:  
1. evaluate consistency rules, excluding redundant rules; 

2. find out whether the provided rules may be understood unambiguously; 

3. determine whether they conform to specification of a model – OMG UML 

metamodel; 

4. find out whether they are meaningful, i.e. whether they really show a conflict of 

consistency. 

The count of consistency rules associating UML models of specific aspects provided  

in the specific research is presented in Table 1, Part “Associated different aspects 

models”. The line “Different rules” demonstrates how many various rules are presented 

in different approaches among the same two aspects models. 

The three last columns in Table 1 indicate whether the rule expressed in a natural 

language or/and a formal language and whether the associated metaelements from OMG 

UML metamodel (OMG, 2009; OMG, 2009a) are defined. A plus sign (+) indicates that 

all the rules provided in the paper have specific expression; otherwise, a number shows 

the count of rules expressed in a natural language, containing metaelements from OMG 

UML specification or having a formal expression. The analysis shows that all the 

analysed rules are expressed in a natural language, and most rules have a formal 

expression. E.g., rules having formal expressions understood unambiguously. Moreover, 

according to the analysis these rules really show a conflict of consistency. 

Table 2 gives a summary of the analysed NoMagic MagicDraw, Sybase 

PowerDesigner, Gentleware Poseidon for UML, IBM Rational System Architect and 

Microsoft Visio tools.  

Table 2. Comparison of the design tools Magic Draw 17.0, Power Designer 16.1, Poseidon for 

UML 8.0, Rational Software Architect 11.3.1 and Visio 2010 

 

Compared  

design tools 

Comparison  

criteria 

Magic 

Draw 17.0 

Power 

Designer 

16.1 

Poseidon 

for UML 

8.0 

Rational 

Software 

Architect 

11.3.1 

Visio 

2010 

1. Model in conformity with 

metamodel 
+ + partially + partially 

2. Correctness checking + + - + - 

3. Consistency checking partially - - partially - 

4. Language for expressing/ 

implementation rules 

OCL,  

Java 

Visual 

Basic 
Java 

Visual 

Basic 

Visual 

Basic (for 

Macros), 

.NET (for 

plugin) 

5. Technique of tools extension 

with new rules 

module, 

plug-in 
plug-in plug-in macros 

macros, 

plug-in 
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The criteria for comparison are: 

1. Model in conformity with a metamodel. Possible values are “+” (almost 

conform) and “partially” conform. If a model is in conformity with UML 

metamodel, it is checked according to one rule: name of a class has to be unique. 

If the tool does not allow creating a class with the same name in the model, then 

it is assumed that the model almost conforms to the metamodel. It is said 

“almost” because it is not checked whether all constraints defined in a 

metamodel are implemented in the tool. If the tool allows creating two classes 

with the same name, it is assumed that the model partially conforms to the 

metamodel. It is said “partially” because a tool does not implement all the 

constraints defined in the specification of UML; however, it provides 

metaelements defined in a metamodel. 

2. Correctness checking – constraints are defined at the metamodel level for one 

aspect model, e.g. for a class diagram. 

3. Consistency checking – constraints are among 2 and more different aspect 

models at the metamodel level. Value “partially” means that there are only 

several rules that constrain two different aspect models, e.g. Class and Sequence. 

Meanwhile, other aspects models and their relationships (e.g. a class and states) 

are not included. 

4. Language for expressing/ implementation rules. 

5. Technique of tools extension with new rules. Examples are developing a module 

or plug-in, or macros or using other techniques for the extension of the tool with 

new rules. 

Despite the existence of many tools, it is not easy to develop models that conform to 

UML metamodel. Moreover, not all available tools have a facility to check consistency 

of IS models, and almost all defined constraints are for one aspect models. 

3. The Rule-Based Method for Consistency Checking in IS 

Models: UML Case Study 

According to the results obtained during the analysis of the related works, 12 rules for 

consistency checking is defined and the rule-based method for consistency checking in 

IS models is proposed. This method describes how to apply the defined rules. Although, 

Table 1 presents 32 rules, some of them overlap. Therefore, our 12 rules are inference of 

Table 1. The defined rules are presented in (Dubauskaite and Vasilecas, 2013).  

An example of Rule 1 is as follows: The class which states are modelled has to be 

known in the Protocol states model. The formal expression using OCL invariant for rule 

1 is provided below: 

 
context ProtocolStateMachine inv  

protocolStates_without_context: 

 self.oclAsType(StateMachine).region.context-

>notEmpty() 

 

The motivation of necessity of Rule 1 is as follows. A protocol state machine 

presents possible and permitted transitions on the instances of its context classifier, 

together with the operations that carry the transitions (OMG 2009). Only classifier of a  
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Fig. 1. Structure of detailed description of consistency rule its associations with metamodel of 

modelling language 

 

class has operations; therefore, it can be derived that a protocol state machine is used to 

model states of classes. In this manner context – the class, which operations can be 

called, and their execution that determines changes of states of the object, have to be 

defined. The origin of this constraint is the analysis of UML superstructure specification 

provided by OMG (OMG 2009) and OOAD method. According to OOAD, significant 
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changes of the state of the object (described by the class) are modelled using state 

diagrams (Bennet et al. 2010). 

The scheme of the proposal is presented in Fig. 1. Description of consistency rule 

does not belong to metamodel level (it is not metamodel of instances of consistency 

rules). But it associates elements of metamodel of modelling language (Fig. 1). 

The main ideas of the proposal are as follows: 

1. Check consistency of semi-formal IS models using consistency rules; 

2. Define consistency rules among different aspects IS models according to these 

requirements: 

1.1. Define consistency rules at three abstraction levels: metamodel, 

independent, metamodel specific and formal/program code. 

1.2. Verify consistency rules according to a metamodel of modelling language. 

1.3. Motivate the necessity of rules defining its origin.  

1.4. Assign enforcement level to consistency rules according to their scope of 

application. 

 

Fig. 2. Use case diagram of the proposed method 

 

Having achieved that the proposed method would better correspond to the existing 

OMG standards, it is defined using: 

 Four modelling layers architecture (M0, M1, M2, M3), which OMG uses for its 

standards, like MDA. 

 Essential MOF (EMOF), which is one of two compliance points (EMOF and 

CMOF (Complete MOF)) of MOF. MOF is an OMG standard (OMG, 2011) that 

defines the language to define a modelling language. A primary goal of EMOF is 
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to allow simple metamodels to be defined using simple concepts while 

supporting extensions for more sophisticated metamodelling using CMOF. 

 The idea of modelling is based on three levels applied from OMG MDA standard 

(OMG, 2003). 

The usage of the method is presented in Fig. 2 by use case diagram. 

 

Below in Table 3 the main use case is described. 

Table 3. Use case “Apply the method for IS models consistency checking to the specific semi-

formal IS modelling language” description 

 

Use case name Apply the method for IS models consistency checking to the specific 

semi-formal IS modelling language 

Unique ID UC2 

Actor(s) Knowledge engineer 

Brief description Knowledge engineer creates a method for checking consistency of semi-

formal models (except UML models because they are included in a 

separate use case UC1). 

Preconditions There is a necessity to check consistency of specific semi-formal models. 

Knowledge engineer has enough knowledge about the specific language. 

The chosen specific language allows modelling a system from various 

perspectives. 

Knowledge engineer knows any formal modelling language. 

Main flow 1. Examine the method for IS models consistency checking. 

2. Collect data about new consistency rules using elicitation 

methods. 

3. Specify rules at a metamodel-independent level. 

4. Define elements of a metamodel related by the rule. 

5. Specify a rule at the metamodel specific level. 

6. Express simpler rules in a formal language. 

7. Define the enforcement level of the rule. 

8. Explain the necessity, enforcement level (see the step above) of 

the rule). 

9. Repeat 3–8 steps for each rule. 

10. If it is necessary, modify the proposed process of IS models 

checking. 

Alternative flows If the selected semi-formal language is UML, then forward to task 

“Extend the method of UML consistency checking”. 

Consistency rules can be defined on class or/and attribute or/and 

association of metamodel.  

Enforcement level of the rule can be low, medium, high. 

Post conditions The method for checking consistency of IS models expressed in a semi-

formal language is created. 
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4. Application of the Proposed Method 

This section presents the experiment for checking understandability of the proposed 

method. Some parts of this experiment are published in scientific publications (Vasilecas 

et al., 2011; Dubauskaite and Vasilecas, 2010).  

In the experiment we demonstrate how various consistency rules from different 

papers (Egyed, 2007; Sapna and Mohanty, 2007; Chanda et al., 2009) and our rules 

(specified using the proposed requirements) are understood by analysts, designers, 

programmers, and quality engineers. The researches of Egyed (2007), Sapna and 

Mohanty (2007) and Chanda et al. (2009) are selected for the experiment because their 

approaches are the most similar to our proposal compared to other analysed related 

researches. The experiment is performed using questionnaires. The questionnaire 

consists of 9 rules from the researches (Egyed, 2007; Sapna and Mohanty, 2007; Chanda 

et al., 2009) and our proposed rules without saying which rule is from which source, and 

questions as presented in Table 4.  

 

Table 4. Questionnaire 

 

1.1 Do you 

understand semantic 

of the rule? 

1.2 Do you know 

what metaelements 

are associated by 

the rule? 

1.3 Does the rule 

conform to OMG 

UML metamodel? 

1.4 Is the rule reliable 

(known origin) and 

necessary (description 

of application)? 

 Yes   

 May be 

 No  

 Yes   

 May be 

 No 

 Yes  

 May be  

 No 

 Yes  

 May be 

 No 

 

 

In this study the questionnaire is filled in by 14 specialists that have theoretical 

or/and practical knowledge about UML. The participants are from various companies. 

Table 5. Application of the paired t-test 

 
Input The 14 paired samples obtained having calculated a total number of answers 

‘yes’ (to the questions about unambiguity and reliability of consistency rules 

from two methods), provided by 14 participants. (13, 4), (10, 7), (14, 10), (12, 

9), (10, 8), (8, 9), (8, 10), (11, 9), (9, 7), (14, 8), (12, 7), (8, 6), (11, 9), and (12, 

5). 

H0 H0: The proposed method has the same quality (unambiguity and reliability) 

as the previous method. 

H1 H1: The proposed method has better quality (more answers ‘yes’ about 

unambiguity and reliability) compared with previous method. 

Calculations Based on the data it can be seen that n = 14. The mean of differences is 

d  = 3,143 (Formulas are provided in (Wohlin et al. 2000)). It can be 

identified that Sd = 3,931 and t0 =4,011. 

Conclusions A number of degrees of freedom is f = n -1 = 14 – 1 = 13. In Table A1 from 

(Wohlin et al., 2000) book, t0.025, 13 = 2.160. t0 =4,011>2.160= t0.5, 13 therefore 

H0 is rejected and H1 is accepted with 95% (100%-5%) confidence level. 
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The study is based on the initial hypothesis that the proposed method is not better 

than the previous methods of specifying consistency rules. 

The collected data were processed using t-test method (Table 5).  

Fig. 3 demonstrates that IS engineers with different qualification understand the 

proposed consistency rules better compared to the previous rules. 

 

 

Fig. 3. Understanding of different methods by specialists with various qualifications – counting of 

“yes” answers 

 

Additionally the comparison of our proposed method with the three most similar 

methods of other researchers is provided in Table 6. As can be seen, our method fulfil 

more requirements than other three methods. 

According to the results of evaluation of consistency rules specifications, the 

proposed method is better than the other method of specifying rules. It allows 

understanding rules less ambiguously because their semantic is more understandable and 

the associated metaelements are known. The rules are also more reliable because their 

origin is known and they conform to the metamodel.  

 

Table 6. Evaluation of the proposed and three similar methods according to specific features 

 

Feature/Comparison  

Criteria 

Methods 

Egyed, 2007 Sapna and 

Mohanty, 

2007 

Chanda 

et al., 

2009 

Our method 

1. Technique of checking 

consistency of IS models 

Consistency 

rules hard coded 

to UML 

Analyzer tool 

OCL, SQL Context 

free 

grammar 

OCL, java and 

other executable 

language 

2. Language for 

expressing IS models 

UML UML UML Semi-formal 

modelling 

language, UML 

is included 

0
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Feature/Comparison  

Criteria 

Methods 

Egyed, 2007 Sapna and 

Mohanty, 

2007 

Chanda 

et al., 

2009 

Our method 

3. Is a process of 

checking consistency 

defined? 

Partially Partially Partially Yes 

S
p
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at
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n
 o

f 
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n

si
st

en
cy

 r
u
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s 

4. Are 

requirements of 

consistency rules 

defined? 

No No No Yes 

5. Are examples 

of UML 

consistency rules 

provided? 

Yes Yes Yes Yes 

6. Is a set of 

consistency rules 

qualitative2? 

No No No Partially 

Im
p

le
m

en
ta

ti
o

n
 o

f 
 

co
n

si
st

en
cy

 r
u

le
s 

7. Is there a tool 

for automating 

process of IS 

models 

consistency 

checking?  

Yes  No No Yes  

8. Is an 

enforcement 

level of the 

detected 

violation of a 

consistency rule 

provided3? 

No No No Yes 

 

Comparison of total count answers ‘yes’ shows that the quality of the proposed rules 

is by approximately 40,74% better than the quality of consistency rules specifications 

provided in previous researches (Egyed, 2007; Sapna and Mohanty, 2007; Chanda et al., 

2009). 

5. Conclusions 

Analysis of consistency rules shows that most rules are expressed in natural and formal 

language. Rules expressed in natural language may be interpreted ambiguously. Formal 

rules usually use their own description of UML models. Therefore, it remains unclear 

what elements of an OMG UML metamodel they conform to. Moreover, some 

                                                 
2
 Unambiguous, known origin and practical necessity, conformance to the metamodel of the 

modelling language. 
3
 It indicates the necessity of performing changes of models according to a consistency rule. 
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consistency rules do not conform to an OMG UML metamodel, and their practical 

necessity is doubtful. 

The analysis of UML design tools demonstrates that most of them allow developing 

models that do not conform to the UML metamodel. It means that consistency rules have 

to associate metaelements from different aspects of models despite the fact that they are 

directly associated in a metamodel. 

The rule-based method for consistency checking in IS models is created. It is free 

from modelling language and is applied to UML. The feasibility of the proposed method 

is illustrated creating 12 consistency rules for UML models according to the proposed 

requirements. The rules are defined at the metamodel level; therefore, they can be 

implemented in any design tool that supports a UML 2.2 metamodel. 

The evaluation of the results obtained during the experiment showed that the 

proposed requirements for consistency rules improve the quality of a set of the rules (less 

ambiguity, more reliability) by approximately 41% in comparison with other similar 

methods. The consistency rules that are specified according to the proposed requirements 

are also more understandable by IS engineers compared with the rules provided by other 

researches.  
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